**Question No.1: Write a program that takes 10 words (strings) from user and sorts elements in lexicographical (dictionary) order. The program will contain a function for sorting (function name sorting)**

**INPUT:**

public static void Main()

{

Console.WriteLine("Without Dictionary Sorting :\n");

string[] array = new string[10]{"Zeeshan","Ali","Abbas","Kamran","Merzia","Farhat","Shahid","Nosheen","Shaheer","Shaheen"};

Console.WriteLine("Array before sorting");

for (int i = 0; i < array.Length; i++)

{

Console.WriteLine(array[i]);

}

Sorting(array, 0, (array.Length - 1));

Console.WriteLine("\nDictionary Sorting : \n");

for (int i = 0; i < array.Length; i++)

{

Console.WriteLine(array[i]);

}

}

public static void Sorting(string[] A, int LB, int UB)

{

if (LB <= UB)

{

int Pv = Partition(A, LB, UB);

Sorting(A, LB, Pv - 1);

Sorting(A, Pv + 1, UB);

}

return;

}

public static int Partition(string[] A, int LB, int UB)

{

int Pv = LB, Lo = LB + 1, Hi = UB;

while (Lo <= UB && Hi >= LB)

{

if (A[Lo].CompareTo(A[Pv]) < 0)

{

Lo++; continue;

}

if (A[Hi].CompareTo(A[Pv]) > 0)

{

Hi--; continue;

}

if (Lo < Hi)

{

string temp1 = A[Hi];

A[Hi] = A[Lo];

A[Lo] = temp1;

}

else

{

break;

}

}

string temp = A[Pv];

A[Pv] = A[Hi];

A[Hi] = temp;

Pv = Hi;

return Pv;

}

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**Question 2: A positive integer is input, write a function (function name: binary) to find the binary equivalent of this number using recursion. For example, if input is 156, then binary value is 10011100 (no Java code is needed, just a sketch and pseudo code).**

**SKETCH:**

**First:**

|  |
| --- |
| **Num=12** |

|  |
| --- |
| **Method(Num)** |

|  |
| --- |
| **If Num==0**  **(FALSE)**  **Return 0** |

|  |
| --- |
| **N=Num%2 (12%2=0)**  **N=0** |

|  |
| --- |
| **k=** **decimal\_to\_binary\_converter(Num / 2)**  **k=6** |

**Second:**

|  |
| --- |
| **If Num==0**  **(FALSE)**  **Return 0** |

|  |
| --- |
| **Num=6** |

|  |
| --- |
| **Method(Num)** |

|  |
| --- |
| **N=Num%2(6%2=0)**  **N=0** |

|  |
| --- |
| **k=** **decimal\_to\_binary\_converter(Num / 2)**  **k=3** |

**Third:**

|  |
| --- |
| **N=Num%2(3%2=1)**  **N=1** |

|  |
| --- |
| **Num=3** |

|  |
| --- |
| **Method(Num)** |

|  |
| --- |
| **If Num==0**  **(FALSE)**  **Return 0** |

|  |
| --- |
| **k=** **decimal\_to\_binary\_converter(Num / 2)**  **k=0** |

**Fourth:**

|  |
| --- |
| **N=Num%2(1%2=1)**  **N=1** |

|  |
| --- |
| **Method(Num)** |

|  |
| --- |
| **If Num==0(FALSE)**  **Return 0** |

|  |
| --- |
| **Num=1** |

|  |
| --- |
| **k=** **decimal\_to\_binary\_converter(Num / 2)**  **k=0** |

**Fifth:**

|  |
| --- |
| **Method(Num)** |

|  |
| --- |
| **If Num==0(TRUE)**  **Return 0** |

|  |
| --- |
| **Num=0** |

**CODE:**

public static void decimal\_to\_binary\_converter(int num)

{

if (num >0)

{

int n = num % 2;

decimal\_to\_binary\_converter(num / 2);

Console.Write(n);

}

}

public static void Main()

{

Console.WriteLine("ENter number to find lcm : ");

int num = int.Parse(Console.ReadLine()) ;

decimal\_to\_binary\_converter(num);

Console.WriteLine();

}

**PSEUDO CODE:**

**Main():**

Input: “number to convert it into Binary”;

**Call Method():**

Now after calling the method the condition will be checked

if (the number is equal to zero):

return zero(print 0)

else:

num%2

decimal\_to\_binary\_converter(num / 2)

**Explanation:**

* take modulus of the number with 2 i.e num%2
* divide the number by 2
* For recursion call method again i.e. decimal\_to\_binary\_converter(num / 2)
* the process will repeat again and again until we get num = 0
* when num becomes 0 the condition wil become true (if num==0)

Return the answer print it.

**QUESTION 3: Show how to implement a queue using 2 stacks (no Java code is needed, just a sketch and pseudo code**

**Stack-1 :initially empty(top = -1) Stack-2 : initially is empty**

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

|  |  |
| --- | --- |
| **10** | **<-- top index = 9** |
| **9** |
| **8** |
| **7** |
| **6** |
| **5** |
| **4** |
| **3** |
| **2** |
| **1** |

**Stack-1 : push values(1-10) Stack-2 : initially is empty**

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

**Stack-1: pop values and push into stack 2**

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

|  |  |
| --- | --- |
| **1** | **<-- top** |
| **2** |
| **3** |
| **4** |
| **5** |
| **6** |
| **7** |
| **8** |
| **9** |
| **10** |

**Stack-1: Stack-2:**

**Now our Queue is ready**

**In queue concept of first In first out is followed (FIFO)**

**Psedo code:**

Let’s take ten(10) elements from the user or hard coded values from (1-10)  
Now declare two stacks  
Stack Stack1, Stack2;  
 Push all the values into Stack Stack1  
for( i=1; i <=10;i++)  
{  
S1.push(i);  
}  
 Stack1 contains {10,9,8,7,6,5,4,3,2,1}

Top=10  
  
pop the values in the Stack1 and Push it to stack2 until stack1 does not becomes empty  
while(!S1.isEmpty())  
{  
S2.push(S1.pop());  
}  
 Stack2 contains {1,2,3,4,5,6,7,8,9,10} where the top is 1  
  
You can now pop elements from Stack2. First element will be the first to pop and so on...

**Question 4: We have implemented in class the algorithm for converting infix to postfix using stacks create a similar method for prefix conversion.**

Reverse the expression

Convert every ‘(’ as ‘)’ and every ‘)’as ‘(’

Now scan each character sequentially

If character == operand copy it to prefix string output

If the character if opening parenthesis push it into stack and push other coming characters

If the character is closing parenthesis then pop all the elements until the opening parenthesis comes.

If the coming character is an operator and it has greater precedence or equal precedence then the operator present in the top of the stack then push it.

If the coming character is an operator and it has lesser precedence than the operator present in the top of the stack, then pop all the characters or operators and show them in the output string and push the new operator.

Now again reverse the output expression because if we will not reverse it then it will be a postfix expression in which operands are placed before operators

**Question 5: Add the following methods to linked list Class discussed during lecture** :

**a. Method get(int n), which should return the element of index 𝑛 (indexing starts with 0). If the index is out of bounds, the exception IllegalArgumentException should be thrown.**

**CODE:**

public int getMethod(int index) {

int count = 0;

Node temp = start.next;

while (temp!=null)

{

if (count==index)

{

Console.WriteLine(temp.data);

return temp.data;

}

count++;

temp = temp.next;

}

throw new ArgumentException("Index out of bound");

}

**b. Method insertAt(Item x, int n), which should insert an element at index n into the list. If the index is out of bounds, the exception IllegalArgumentException should be thrown**

**CODE:**

public void insertElementOnIndex(int data,int index) {

Node n = new Node(data);

int count = 0;

Node temp = start.next;

if (!underFlow())

{

while (temp.next != null)

{

if (count == index - 1)

{

n.next = temp.next;

temp.next = n;

break;

}

else

{

++count;

temp = temp.next;

}

}

if (temp.next==null)

{

throw new ArgumentException("Index out of bound");

}

}

}

**c. Method removeAt(int n), which should remove an element at index n from the list. If the index is out of bounds, the exception IllegalArgumentException should be thrown**

**CODE:**

public void deleteElementFormIndex(int index)

{

if (start.next == null)

return;

Node temp = start.next;

if (index==0)

{

start.next = temp.next;

return;

}

for (int i = 0; temp != null && i < index - 1; i++)

temp = temp.next;

if (temp == null || temp.next == null)

{

throw new ArgumentException("Index Out oF bound");

}

Node next = temp.next.next;

temp.next = next;

}